CSSE 304       Assignment #19     (5th interpreter assignment)

[bookmark: _GoBack]For 201510, Change point value to 200.  Add test cases that involve more of the features from A17 and A18, such as letrec and set!.  Add more points to the map tests.  Drop the map test that redefines things already defined.

As usual, when you do your turn-in for credit, include other team member's usernames on the submission form (unless they did not contribute).  Late day rules are the same as on earlier interpreter assignments.

@. (0 points but convenient for your own testing) Add display and newline as primitive procedures (and possibly printf)  to  your interpreted language.  You may implement them using the corresponding Scheme procedures.  You only need to implement the zero-argument version of newline and the one-argument version of display.
	
a. Transform  your Assignment 18 interpreter to  Continuation-Passing Style. The parser and syntax expander do not need to be in CPS, unless they are called by top-level-eval or something it calls. Most procedures that eval-exp calls need to be in CPS.  The bottom line is that your interpreter correctly interprets call/cc and exit, without using Scheme's call/cc anywhere in your code.

In class we discussed two implementations of the continuation abstract datatype; the first one represented continuations by Scheme procedures; the second one represented continuations by records, using define-datatype.  The records via define-datatype representation is the one that you are to use for this exercise, for reasons described in class.

Testing your code:  Most or all of my official tests are going to involve call/cc and/or exit.  But you should first make sure that your CPS version of the interpreter works.  For example, try it on test code from assignments 15-18.  If it has errors in running "normal" Scheme code, it will be difficult to get it to correctly run code that uses call/cc.

b. Add call/cc to the interpreted language.  You only need to do the version we have discussed in class, where continuations always expect a single argument (in the presence of call-with-values and values, continuations sometimes expect multiple arguments or return multiple values, but you don't have to worry about this.  
	
You may not use Scheme's call/cc in your implementation of call/cc.
	
	
c.  Add an exit procedure to the interpreted language. It is not quite the same as Chez Scheme's procedure with the same name; it is more like (escaper list.  Calling (exit obj1 . . . ) at any point in the user's code causes the pending call to eval-top-level to immediately return a list that contains the values of the arguments to exit.  The call to exit does not exit the read-eval-print-loop when the code is run interactively.  It simply returns the list of its arguments, which will be printed before the r-e-p loop prompts for the next value.

For example,
  
> (eval-one-exp  '(+ 4 (- 7 (exit 3 5))))
(3 5) 
> (eval-one-exp '(+ 3 ((lambda (x) (exit (list x (list x)))) 5)))
((5 (5)))
> (rep)
--> (+ 3 (exit 5))
(5)
--> (+ 4 (exit 5 (exit 6 7)))                                                               
(6 7)
-->

Fun things to add to your interpreter (not for credit):  

Add multiple-value returns to the interpreted language.  In particular, implement values, call-with-values, and with-values, as described in section 5.8 of TSPL4.  Continuations created by call/cc are then allowed to expect multiple values, as described and illustrated in Section 5.8.    

Add engines to your interpreted language.  Both the engine interface and an approach to implementation are described in TSPL4 Section 12.11.
