
CSSE 304   Day 22   

1. Basic Scheme Control flow: 
a. What is the current expression to be evaluated?   
b. Once that is done, what remains to be done with the value of the current expression? 
c. Consider the evaluation of (+ a 5) in the process of evaluating (- 4 (* b (+ a 5))). 
d. What remains to be done with the value of  (+ a 5) ? 
e. Can we express that as a procedure? 
f. We can call that procedure the continuation of the  (+ a 5) computation 
g. The process of Scheme evaluation can be expressed as  
h. Loop:  

i. Evaluate the current expression 
ii. Apply the current continuation to the result 

i. In A18, you will rewrite your interpreter in this style, which is known as continuation-passing style (CPS). 
2. What is the continuation of (< x 5) in (if (< x 5) (+ x 3) (* x 2)) ? 
 
3. What is the continuation of (+ x 3) in (if (< x 5) (+ x 3) (* x 2)) ? 

 
4. (define fact 

  (lambda (n) 
    (if (zero? n)  
        1  
        (* n (fact (- n 1)))))) 

a. In the evaluation of (fact 5), what is the continuation of the call to (fact 2)? 
b. We see here that continuation is not merely a syntactic notion. (lambda (v) v)In "normal language" interpreters,  

continuations are represented by stack frames. 
5. In "normal language" interpreters,  continuations are represented by stack frames. 

But we may (for various reasons) want to do "stackless" programming. 
6. We pass an explicit continuation to each procedure call, in order to keep the code in tail-form. 
7. Thus it is continuation-passing style (CPS) 
8. When CPSing our code, we divide the set of procedures into two groups: 

a. Primitive procedures can be called without a continuation argument. 
b. Substantial procedures (I made up this name) expect a continuation argument. 

9. By default, built-in procedures and non-recursive procedures will be considered primitive; recursive procedures substantial. 
10. Sometimes it will be useful to write a substantial version of a procedure that would normally be primitive. 
11. A procedure definition is in tail form if all calls to non-primitive procedures are in tail position.  Usually primitive will mean 

“built into Scheme”,   To enhance practice with CPS, in some examples we will sometimes designate one of the built-in 
procedures as non-primitive. 

12. In a tail-form expression 
a. all calls to substantial procedures are in tail position.   
b. I.e., any such call is the last thing to be done in the current procedure application. 

13. Which expressions are in tail position in the following code segments? 
(begin e1 e2 e3) 

(if e1 e2 e3) 

(cond [e1 e2] [e3 e4] … [else e]) 

(let ([v1 e1] [v2 e2] …) e) 

(e1 e2 e3)   ; procedure application. 

 

14. In (lambda (x) e0 … en), the expression en is in tail position. 
a. en is not evaluated when the lambda expression is evaluated. 
b. It only gets evaluated when the procedure is applied. 

 
15. What are the two ways we will represent the continuation ADT? 

a. (today) 
b. (in a couple of weeks) 



16. What is common to both? 
 

17. How do we define apply-continuation for the first representation? 
 
 

18. Most of the rest of today’s class will be done as a live-coding exercise.  Starting code is in the live-in-class folder, linked from 
Day 1 Resources in the schedule page.  Aftertoday’s classes,  the code we write today will also be on-line. 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 

 

19. Another  procedure  to write in CPS: 
 

(define list-copy-cps 
       (lambda (L k)  
 
 
 
 

(define print-list-copy 
  (lambda (list) 
    (list-copy-cps list  
      (lambda (x)  
        (display "The copied list is ")  
        (display x) 
        (newline)))) 
 


